# UNIT-4 PART- 2

Object Oriented Programming: Concept of class, object and instances, Constructor, class attributes and destructors, Real time use of class in live projects, Inheritance, overlapping and overloading operators, Adding and retrieving dynamic attributes of classes, Programming using Oops support

Design with Classes: Objects and Classes, Data ModelingExamples, Case Study An ATM, Structuring Classes with Inheritance and Polymorphism

# Introduction

We have two programming techniques namely

1. Procedural-oriented programming technique
2. Object-oriented programming technique

Till now we have using the Procedural-oriented programming technique, in which our program is written using functions and block of statements which manipulate data. However a better style of programming is Object-oriented programming technique in which data and functions are combined to form a class. Object Oriented programming (OOP) is a programming paradigm that relies on the concept of classes and objects. It is used to structure a software program into simple, reusable pieces of code blueprints (usually called classes), which are usedto create individual instances of objects. There are many object-oriented programming languages including JavaScript, C++, Java, and Python.

Classes and objects are the main aspects of object oriented programming.

# Overview of OOP Terminology

* **Class** − A user-defined prototype for an object that defines a set of attributes that characterize any object of the class. The attributes are data members (class variables and instance variables) and methods, accessed via dot notation.
* **Class variable** − A variable that is shared by all instances of a class. Class variables are defined within a class but outside any of the class's methods. Class variables are not used as frequently as instance variables are.
* **Data member** − A class variable or instance variable that holds data associated with a class and its objects.
* **Function overloading** − The assignment of more than one behavior to a particular function. The operation performed varies by the types of objects or arguments involved.
* **Instance variable** − A variable that is defined inside a method and belongs only to the

current instance of a class.

* + **Inheritance** − The transfer of the characteristics of a class to other classes that are derived from it.
  + **Instance** − An individual object of a certain class. An object obj that belongs to a class Circle, for example, is an instance of the class Circle.
  + **Instantiation** − The creation of an instance of a class.
  + **Method** − A special kind of function that is defined in a class definition.
    - **Object** − A unique instance of a data structure that's defined by its class. An object comprises both data members (class variables and instance variables) and methods.
  + **Operator overloading** − The assignment of more than one function to a particular operator.

# Benefits of OOP

* OOP models complex things as reproducible, simple structures
* Reusable, OOP objects can be used across programs
* Allows for class-specific behavior through polymorphism
* Easier to debug, classes often contain all applicable information to them
* Secure, protects information through encapsulation

# Classes:

* 1. Class is a basic building block in python
  2. Class is a blue print or template of a object
  3. A class creates a new data type
  4. And object is instance(variable) of the class
  5. In python everything is an object or instance of some class Example :

All integer variables that we define in our program are instances of class int. >>> a=10

>>> type(a)

<class 'int'>

* 1. The python standard library based on the concept of classes and objects

# Defining a class:

Python has a very simple syntax of defining a class.

# Syntax :

Class class-name: Statement1 Statement2 Statement3

-

-

-

Statement

From the syntax, Class definition starts with the keyword class followed by class-name and a colon(:). The statements inside a class are any of these following

* + 1. Sequential instructions
    2. Variable definitions
    3. Decision control statements
    4. Loop statements
    5. Function definitions

Note : the class members are accessed through class object

Note : class methods have access to all data contained in the instance of the object **Creating objects: ( creating an object of a class is known as class instantiation)**

* + Once a class is defined, the next job is to create a object of that class. • The object can then access class variables and class methods using dot operator

# Syntax of object creation:

Object-name=class-name()

* + Syntax for accessing class members through the class object is Object-name.class-member-name

# Example :

class ABC:

a=10

obj=ABC() print(obj.a)

# self variable and class methods:

* + Self refers to the object itself ( Self is a pointer to the class instance )
  + Whenever we define a member function in a class always use a self as a first argument and give rest of the arguments
  + Even if it doesn’t take any parameter or argument you must pass self to a member function
  + We do not give a value for this parameter, when call the method, python will provide it.
  + The self in python is equivalent to the this pointer in c++

# Example 1 :

class Person:

pc=0 # Class varibles

def setFullName(self,fName,lName): self.fName=fName # instance variables self.lName=lName # instance variables

def printFullName(self):

print(self.fName," ",self.lName)

print("Person number : ",self.pc) #access Classvariable

PName=Person() #Object PName created PName.setFullName("vamsi","kurama")

PName.pc=7 #Attribute pc of PName modified PName.printFullName()

P=Person() #Object P created P.setFullName("Surya","Vinti")

P.pc=23 #Attribute pc of P modified P.printFullName()

**Output:**

>>>

vamsi kurama Person number : 7 Surya Vinti Person number : 23

# Constructor method:

A constructor is a special type of method (function) that is called when it instantiates an object of a class. The constructors are normally used to initialize (assign values) to the instance variables.

# Creating a constructor: (The name of the constructor is always the \_ \_init\_ \_().)

The constructor is always written as a function called init (). It must always take as its first argument a reference to the instance being constructed.

While creating an object, a constructor can accept arguments if necessary. When you create a class without a constructor, Python automatically creates a default constructor that doesn't do anything.

Every class must have a constructor, even if it simply relies on the default constructor. Example:

class Person:

pc=0 # Class varibles def init (self):

print("Constructor initialised ") self.fName="XXXX" self.lName="YYYY"

def setFullName(self,fName,lName): self.fName=fName # instance variables self.lName=lName # instance variables

def printFullName(self):

print(self.fName," ",self.lName)

print("Person number : ",self.pc) #access Classvariable

PName=Person() PName.printFullName() PName.setFullName("vamsi","kurama")

PName.pc=7

print("After setting Name:") PName.printFullName()

# Output:

>>>

Constructor initialised XXXX YYYY

Person number : 0 After setting Name:

vamsi kurama Person number : 7

# Destructor:

Destructors are called when an object gets destroyed. In Python, destructors are not needed as much needed in C++ because Python has a garbage collector that handles memory management automatically. The \_ \_ del \_ \_ ( ) method is a known as a destructor method in Python. It is called when all references to the object have been deleted i.e when an object is garbage collected.

**Syntax of destructor declaration:**

def del (self):

# body of destructor

**Note:** A reference to objects is also deleted when the object goes out of reference or when the program ends.

**Example 1:** Here is the simple example of destructor. By using del keyword we deleted the all references of object ‘obj’, therefore destructor invoked automatically.

# Python program to illustrate destructor class Employee:

# Initializing

def init (self):

print('Employee created.')

# Deleting (Calling destructor) def del (self):

print('Destructor called, Employee deleted.')

obj = Employee() del obj

# Output:

Employee created

Destructor called, Employee deleted

# Inheritance:

One of the major advantages of Object Oriented Programming is reusability. Inheritance is one of the mechanisms to achieve the reusability. Inheritance is used to implement is-a relationship.

Definition: A technique of creating a new class from an existing class is called inheritance. The old or existing class is called base class or super class and a new class is called sub class or derived class or child class.

The derived class inherits all the variable and methods of the base class and adds their own variables and methods. In this process of inheritance base class remains unchanged.

Syntax to inherit a class:

Class MySubClass(object):

Pass(Body-of-the-derived-class) Example :

class Pet:

def init (self,name,age): self.name=name self.age=age

class Dog(Pet):

def sound(self):

print("I am {} and My age is {} and I sounds Like".format(self.name,self.age)) print("Bow Bow..")

class Cat(Pet):

def sound(self):

print("I am {} and My age is {} and I sounds Like".format(self.name,self.age)) print("Meow Meow..")

class Parrot(Pet):

def sound(self):

print("Hello I am {} and My age is {} ".format(self.name,self.age)) p1=Dog("Dozer",4)

p2=Cat("Edward",3) p3=Parrot("Jango",6) p1.sound() p2.sound() p3.sound()

Example 2:

class Person:

def init (self,name,age): self.name=name self.age=age

def display(self):

print("name=",self.name)

print("age=",self.age) class Teacher(Person):

def init (self,name,age,exp,r\_area): Person. init (self,name,age) self.exp=exp

self.r\_area=r\_area def displayData(self):

Person.display(self) print("Experience=",self.exp) print("Research area=",self.r\_area)

class Student(Person):

def init (self,name,age,course,marks): Person. init (self,name,age) self.course=course self.marks=marks

def displayData(self):

Person.display(self) print("course=",self.course) print("marks=",self.marks)

print("\*\*\*\*\*\*\*\*TEACHER\*\*\*\*\*\*\*\*\*\*\*") t=Teacher("jai",55,13,"cloud computing") t.displayData() print("\*\*\*\*\*\*\*\*STUDENT\*\*\*\*\*\*\*\*\*\*\*") s=Student("hari",21,"B.Tech",99) s.displayData()

# Types of inheritance:

Python supports the following types of inheritan:

1. Single inheritance
2. Multiple Inheritance
3. Multi-level Inheritance
4. Multi path Inheritance
5. Hierarchical Inherttance

# Single Inheritance:

When a derived class inherits features from only one base class, it is called Single inheritance.

Syntax:

![](data:image/jpeg;base64,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)class Baseclass:

<body of base class> class Derivedclass(Baseclass):

<body of the derived class> Example:

class A:

i=10

class B(A):

j=20

obj=B()

print("member of class A is",obj.i) print("member of class B is",obj.j)

# Multiple Inheritance:

When derived class inherits features from more than one base class then it is called Multiple Inheritance.

![](data:image/jpeg;base64,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)Syntax:

class Baseclass1:

<body of base class1> class Baseclass2:

<body of base class2>

class Derivedclass(Baseclass1,Baseclass2):

<body of the derived class>

e.g. class A:

i=10

class B:

j=20

class C(A,B):

k=30

obj=C()

print("member of class A is",obj.i) print("member of class B is",obj.j) print("member of class C is",obj.k)

# Multi-Level Inheritance:

When derived class inherits features from other derived classes then it is called Multi-level inheritance.
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class Baseclass:

<body of base class> class Derivedclass1(Baseclass):

<body of derived class 1>

class Derivedclass2(Derivedclass1):

<body of the derived class2>

e.g.

class A:

i=10

class B(A):

j=20

class C(B):

k=30

obj=C()

print("member of class A is",obj.i) print("member of class B is",obj.j) print("member of class C is",obj.k)

# Multi Path Inheritance:
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class Baseclass:

<body of the base class> class Derived1(Baseclass):

<body of the derived1> class Derived2(Baseclass):

<body of the derived2>

class Derived3 (Derived1,Derived2) :

<body of derived3>

e.g.

class A:

i=10

class B(A):

j=20

class C(A):

k=30

class D(B,C):

ijk=40 obj=D()

print("member of class A is",obj.i) print("member of class B is",obj.j) print("member of class C is",obj.k) print("member of class Cis",obj.ijk)

**Hierarchical inheritance** More than one derived classes are created from a single base.

class Person:

def init (self,name,age): self.name=name self.age=age

def display(self):

print("name=",self.name)

print("age=",self.age) class Teacher(Person):

def init (self,name,age,exp,r\_area): Person. init (self,name,age) self.exp=exp

self.r\_area=r\_area def displayData(self):

Person.display(self) print("Experience=",self.exp) print("Research area=",self.r\_area)

class Student(Person):

def init (self,name,age,course,marks): Person. init (self,name,age) self.course=course self.marks=marks

def displayData(self):

Person.display(self) print("course=",self.course) print("marks=",self.marks)

print("\*\*\*\*\*\*\*\*TEACHER\*\*\*\*\*\*\*\*\*\*\*") t=Teacher("jai",55,13,"cloud computing") t.displayData() print("\*\*\*\*\*\*\*\*STUDENT\*\*\*\*\*\*\*\*\*\*\*") s=Student("hari",21,"B.Tech",99) s.displayData()

# Polymorphism:

The word polymorphism means having many forms. In python we can find the same operator or function taking multiple forms. That helps in re using a lot of code and decreases code complexity.

# Polymorphism in operators

* The + operator can take two inputs and give us the result depending on what the inputs are.
* In the below examples we can see how the integer inputs yield an integer and if one of the input is float then the result becomes a float. Also for strings, they simply get concatenated.

# Example:

a = 23

b = 11

c = 9.5

s1 = "Hello" s2 = "There!"

print(a + b) print(type(a + b)) print(b + c) print(type (b + c)) print(s1 + s2) print(type(s1 + s2))

# Polymorphism in built-in functions

We can also see that different python functions can take inputs of different types and then process them differently. When we supply a string value to len() it counts every letter in it. But if we give tuple or a dictionary as an input, it processes them differently.

Example:

str = 'Hi There !'

tup = ('Mon','Tue','wed','Thu','Fri')

lst = ['Jan','Feb','Mar','Apr']

dict = {'1D':'Line','2D':'Triangle','3D':'Sphere'} print(len(str))

print(len(tup)) print(len(lst)) print(len(dict))

# Polymorphism in inheritance:

**Method Overriding:**

It is nothing but same method name in parent and child class with different functionalities. In inheritance only we can achieve method overriding. If super and sub classes have the same method name and if we call the overridden method then the method of corresponding class (by using which object we are calling the method) will be executed.

e.g.

class A:

i=10

def display(self):

print("I am class A and I have data",self.i)

class B(A):

j=20

def display(self):

print("I am class B and I have data",self.j)

obj=B() obj.display()

OUTPUT :

I am class B and I have data 20

Note: In above program the method of class B will execute. If we want to execute method of class A by using Class B object we use super() concept.

# Super():

In method overriding , If we want to access super class member by using sub class object we use super()

e.g class A:

i=10

def display(self):

print("I am class A and I hava data",self.i)

class B(A):

j=20

def display(self):

super().display()

print("I am class B and I hava data",self.j)

obj=B() obj.display() OUTPUT:

I am class A and I have data 10 I am class B and I have data 20

Note: In above example both the functions (display () in class A and display () in class B) will execute

Note: Name mangling is the encoding of function and variable names into unique names so that linkers can separate common names in the language.

**overloading operators**

Operator Overloading means giving extended meaning beyond their predefined operational meaning. For example, operator + is used to add two integers as well as join two strings and merge two lists. It is achievable because ‘+’ operator is overloaded by int class and str class. You might have noticed that the same built-in operator or function shows different behavior for objects of different classes, this is called Operator Overloading.

# Python program to show use of + and \* operator for different purposes.

print(1 + 2)

# concatenate two strings print("Learn"+"For")

# Product two numbers print(3 \* 4)

# Repeat the String

print("Learn"\*4) Output:

3

LearnFor 12

LearnLearnLearnLearn

**Example 2:**

Changing the behavior of operator is as simple as changing the behavior of method or function. You define methods in your class and operators work according to that behavior defined in methods. When we use + operator, the magic method add is automatically invoked in which the operation for + operator is defined.

class A:

def init (self, a):

self.a = a

def add (self, o): # adding two objects return self.a + o.a

ob1 = A(1) ob2 = A(2)

Ob1.a=1 Ob2.a=2

Ob3.a=”sai” Ob4.a=”kumar” Ob5.a=[ 2,5,6,2 ]

Ob6.a=[ 34.6,12 ]

ob3 = A("sai") ob4 = A("kumar") ob5=A([2,5,6,2])

ob6=A([34.6,12])

print(ob1 + ob2) print(ob3 + ob4) print(ob5 + ob6)

# OUTPUT:

>>> 3

saikumar

[2, 5, 6, 2, 34.6, 12]

# DATA MODELING EXAMPLES:

# In the Python programming language, each entity is treated as an object. Moreover, unlike other programming languages like C or Java, Python does not work with primitive data or non-primitive data types. Everything whether it be integer, float, string, function, or list in python is represented by objects or relationships between objects. ****Python Data Model**** is composed of these objects and it is one of the main reasons make Python a great and widely used programming language.

## What is Data Modelingin Python?

The process of creating Data Models using the syntax and environment of the Python programming language is called Data Modelingin Python. A Data Model is a data abstraction model that organizes different elements of data and standardizes the way they relate to one another and to the properties of real-world entities. In simple words, Data Modelingin Python is the general process by which this programming language organizes everything internally and it treats and processes data.

The Data Model is the building block of Python. Internally Data Model has its design and code blocks for its implementation. It is composed of entities, and entities are none but the objects. It is said that everything is an object in Python. Each entity has its own attributes (properties) and methods(actions) or behaviour associated with it. Each object has three attributes: an identity, a type, and a value. Let’s learn them in detail.

## Identity of an object

Every object, either for Data Modelingin Python or any other activity involving Python’s environment, has an identity which can never change once it is created. Think of identity as an object’s address in the memory.

**id()** is the function that gives us the identity of the object or we can say it returns the virtual memory address of the object. The memory address will be an integer value.

Python Code:

>>> a='hevodata'

>>> id(a)

1397871458544

>>> b=101

>>> id(b)

1623965024

>>> c='hevodata'

>>> id(c)

1397871458544

From the above code of Data Modelingin Python, we can see variables ‘a’ and ‘b’ have different memory addresses but ‘a’ and ‘c’ have the same memory address as they have the same value.

We can check if two objects are identified using the **‘is’**operator. The ‘is’ operator basically compares the identity of two objects. If the identity of two variables is the same then it returns ‘True’ otherwise ‘False’.

Python Code:

>>> a is b

False

>>> a is c

True

From the above code and output, it is clear that variables ‘a’ and ‘c’ have the same identity while ‘b’ has a different identity than ‘a’ and ‘c’. This is how the identity of an object is decided during Data Modelingin Python.

## Type of an Object

During Data Modelingin Python, the type of an object means the name of the class to which the object belongs. Function **type()** tells the type of the object. By knowing the type of an object, it is easy for user’s to specify two things.

1. The operation allowed on that object
2. The set of values the object can hold.

The type of an object cannot change but under certain controlled conditions, it is possible to change the type of an object. Although it is not a good idea and not advisable as well.

**Python Code:**

>>> a='hevodata'

>>> x=type(a)

>>> print("Type of variable 'a' is: ", x)

Type of variable 'a' is: <class 'str'>

>>> b=101

>>> y= type(b)

>>> print("Type of variable 'b' is: ", y)

Type of variable 'b' is: <class 'int'>

>>> fruits = ('apple', 'banana', 'grapes', 'orange')

>>> t = type(fruits)

>>> print("Type of variable 'fruits' is: ", t)

Type of variable 'fruits' is: <class 'tuple'>

From the above python code and its output, you can see types of the different objects as different classes like ‘str’, ‘int’, and ‘tuple’. There are more classes as well in Python

## Value of an Object

An object’s value during Data Modelingin Python is the data that is stored for that object. The value object can hold is decided on the basis of the type of object.

**Python Code:**

>>> var='article'

>>> print("Value of variable 'var' is: ", var)

Value of variable 'var' is: article

In the above code, ‘var’ is the variable and ‘article’ is the value of ‘var’.

Object values are changeable and it depends on their type. Python supports the following 2 types of objects based on their values:

* [Mutable Objects](https://hevodata.com/learn/data-modelling-in-python/#O1)
* [Immutable Objects](https://hevodata.com/learn/data-modelling-in-python/#O2)

There is some type for which the value of an object cannot change those are called immutable objects and whose value can be changed are called mutable objects.

### 1) Mutable Objects

The mutability of objects is decided on the basis of their type. Lists, Dictionaries are mutable objects. Those objects whose values can be changed are called Mutable objects.

The following Python code is useful for creating a list for Data Modeling in Python:

#Let's create a list

>>> a = [11, 22, 33]

>>> print("List values: ",a)

>>> print("Identity of a: ",id(a))

List values: [11, 22, 33]

Identity of a: 1397871407048

>>> a[0] = 1 #Change first value of list

>>> print("Changed List values: ",a)

>>> print("Identity of a: ",id(a))

Changed List values: [1, 22, 33]

Identity of a: 1397871407048

From the above code, you can see the identity of the list remains the same but the value of the list changed. So, the list is mutable.

2) Immutable Objects

During Data Modelingin Python, Immutable Objects are the objects that stored data but their values cannot be modified. Numbers, Strings, Tuples, and Sets are immutable.

The following Python code is useful for creating a variable with string value during Data Modelingin Python:

#Let's create a varible with string value

s = "Hevo"

print("Variable value: ",s)

print("Identity of s: ",id(s))

Variable value: Hevo

Identity of s: 1397871732528

s = "Data" #Change value of varibale 's'

print("Variable value: ",s)

print("Identity of s: ",id(s))

Variable value: Data

Identity of s: 1397836021296

From the above code, if you change the value of a string variable, its identity changes. It means the value of the object at id ‘1397871732528’ does not change but a new variable with the same name but a different value is created at memory address ‘1397836021296’. So, you can conclude strings are immutable.

**Special Methods for Data Modelingin Python:**

Understanding special methods for Data Modelingin Python are very important for you as a data professional. Special methods describe the internal functioning of the basic object operations. The special methods name starts and trails with two underscores. Another name for special methods is the dunder methods or magic methods.

The special method names allow your objects to implement, support, and interact with basic language constructs such as Iteration, object creation, object destruction, collections, attribute access, etc.

Below are some of the examples of special methods for Data Modeling in Python which help to

understand how these built-ins work in Python.

The  \_\_init\_\_() method is for initialization and is called by the python interpreter itself when an instance of an object is created.

The  len(x) method is for the length calculation of an object, internally the python interpreter calls x.\_\_len()

Call x[2] to get an item at location 2, internally the python interpreter calls x.\_\_getitem\_\_(2)

When str(x) is called, internally the python interpreter, calls x.\_\_str\_\_()

Operators are also magic methods, add operator x + y actually turns to x.\_\_add\_\_(y)

You can also write your own class with your own special methods for Data Modelingin Python. The below example shows a code to get a particular item on a list and find the length of the list and better understanding.

class MyList:

def \_\_init\_\_(self, \*args):

self.\_data = list(args)

def \_\_getitem\_\_(self, index):

out = self.\_data[index]

return (out)

def \_\_len\_\_(self):

return len(self.\_data)

x = MyList(11, 22, 33, 4, 5) #List initialization

# Get length of list

print("Length of list: ",len(x))

# Get an item of list

print("Item of list: ", x[2])

**Output:**

Length of list: 5

Item of list: 33

In the above example, we have seen the implementation of three special methods, initialization, length, and getting an item. The above code is just an example. Programmers can implement many more functions like these magic methods and excel at Data Modelingin Python.

# Case Study An ATM:

class ATM:

def init (self):

self.balance=0

print("new account created") def deposit(self):

amount=int(input("enter amount to deposit")) self.balance=self.balance+amount

print("new balance is:",self.balance) def withdraw(self):

amount=int(input("enter amount to withdraw")) if self.balance<amount:

print("Insufficient Balance")

else:

def enquiry(self):

self.balance=self.balance-amount print("new balance is:",self.balance)

print("Balance is:",self.balance)

a=ATM()

a.deposit() a.withdraw() a.enquiry() **OUTPUT:**

>>>

new account created

enter amount to deposit15000 new balance is: 15000

enter amount to withdraw5648 new balance is: 9352

Balance is: 9352

# Adding and retrieving dynamic attributes of classes:

Dynamic attributes in Python are terminologies for attributes that are defined at runtime, after creating the objects or instances.

# Example:

class EMP:

employee = True e1 = EMP()

e2 = EMP()

e1.employee = False

e2.name = "SAI KUMAR" #DYNAMIC ATTRIBUTE

print(e1.employee)

print(e2.employee) print(e2.name)

print(e1.name) # this will raise an error as name is a dynamic attribute created only for #the e2 object

# Data Hiding

An object's attributes may or may not be visible outside the class definition. You need to name attributes with a double underscore prefix, and those attributes then are not be directly visible to outsiders.

Example

class JustCounter:

secretCount = 0 def count(self):

self. secretCount += 1 print self. secretCount

counter = JustCounter() counter.count() counter.count()

print counter. secretCount

When the above code is executed, it produces the following result − 1

2

Traceback (most recent call last):

File "test.py", line 12, in <module> print counter. secretCount

AttributeError: JustCounter instance has no attribute ' secretCount'

Python protects those members by internally changing the name to include the class name. You can access such attributes as *object.\_className attrName*. If you would replace your last line as following, then it works for you −

.........................

print counter.\_JustCounter secretCount

When the above code is executed, it produces the following result − 1

2

2